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Abstract— There are many different techniques to overcome the 
problem of manual as well as automated test case generation. In 
this paper we try investigating how to overcome the problems 
and which way of proceeding will be a better one. For a program, 
there is large number of test cases generated. The first hurdle is 
the test case generation which plays a vital role in testing 
software. Why is it a hurdle?  Generation of test case produce 
chaos for a tester as which part of a program is completed (either 
each and every line is completed or some part like loops or 
symbols or similar domains are completed). Hence a major 
challenge in this area is to generate a relatively small set of test 
cases by covering all the domains in a program. A test case 
should be generated right from the requirements gathering stage 
to wholly detect the domain errors. In this paper, we present an 
algorithm which will help in easy way of test case generation. 

 
Keywords— Test case generation, Domain errors, Test case 
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I. INTRODUCTION 

When a project is being started the first phase will be 
requirements gathering phase. If the project is done based on 
the V - model, then simultaneous process of testing can also 
be carried down. So it will be much advantageous to generate 
test cases at the starting stage of the project. Every domain can 
be isolated based on the number of variables, loops, decisions, 
links etc. When the isolation is completed test case would be 
generated without any chaos. We describe a strong strategy to 
detect domain errors for some other domains such as strings, 
function and more. This mainly detects all the errors in 
programs that guide testers to select a set of test points after 
test case generation. Since the program errors can be 
identified using white box testing, test cases generated will 
include the test points based on the binary pattern that is 1 or 0 
(ON/OFF). 

II. PROBLEM DESCRIPTION 

Testing software should be preplanned and carried down in 
a strategic manner. Software engineers think they are angelic 
since they develop the code and the testers are to just point out 
errors. How much ever the cost is spent for developing, the 
same ratio is also spent for testing. Testing is not only to find 
faults but also to prevent software from bugs and make the 
end user happy. By means of testing, the software gets 
executed with the test data and the output is being examined. 

Main demerit is time consumption, chaos whether a line is 
completed or not, whether all domains are checked or not and 
more. 

This paper tries to improve test performance as follows: 
 

 Diagram to Implement Test Case Generation. 
 Test Case Description. 
 Test Case Generation Algorithm. 

III. PROPOSED TECHNIQUE 

A. Test Case Description 

 A format for test case generation is given below: 

 

TC = {N_TC_ID, TCD, P_TC_ID, TI, TAO, TEO, FLAG}. 

 

TC       - Test Case 

N_TC_ID  - New Test Case ID 

TCD       - Test Case Description 

P_TC_ID  - Previous Test Case ID (if necessary) 

TI      - Test Input 

TAO      - Test Actual Output 

TEO      - Test Expected Output 

FLAG      - Red & Green 

 

Based on this format given the test case can be generated. For 
a test case to be generated, first it should be given with an id. 
N_TC_ID can be used to check easily whether that particular 
test case has reached the expected output or not. P_TC_ID is 
applicable only if the test fails. TCD is the test case 
description of how that particular domain should produce the 
output. TI is the test input of how the tester should test 
inputting the values. TAO is the actual output got after the 
first level of testing is completed. TEO is the expected output 
of how the end user requires. FLAG acts as a Test Point. 

 

Green => Actual Output = Expected Output    => (OFF) 

 

Red    => Actual Output ≠ Expected Output    => ( ON) 
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B. Diagram to Implement Test Case Generations 

This diagram given below gives an idea of how the test 
cases should be generated.  

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Consider a program. Once the program is given for testing 

first thing to do is generating test cases. After generation is 
completed, the test cases will be stored in a test case database. 
The test cases one by one will be processed by the tester. All 
the test cases will be completed and test results will be 
analysed. Based on the test results the test report will be 
produced of whether the expected output is achieved or not.  

C. Test Case Generation Algorithm 

An easy approach of generating test cases is by using 
BOUT algorithm. It is nothing but it fits any of the data 
structures for each domain in a program, which would be a 
stack or queue or linked list or anything else. Assume n 
parameters T1 to Tn in which the target is set. It indicates 
different values in which particular test cases are selected to 
store in a different variable take {V1 to Vn}. By using stack, 
the test case elements are bound together and when one 
parameter is checked it indicates stack empty and that variable 
gets released. So that part gets completed. It will be an 
iterative process. 

Example:  
Variable stack V1 to V5 

 
 

 
 
 
 
 
 

 

 
    Flag 
 
 
 
 

   
  
 
 
 
 

Test Case for Variable D 
 
 
 
 
 
 

Target for Variable D not achieved 
 

Hence we get V5 => D ≠ T1 & T2 
 

After all the test case for Variable D is completed it gives 
stack indication (empty or full). Once the target Tn is achieved, 
the test cases for that particular target alone will be checked 
with the program and after modification the same process will 
be done. Hence it is an iterative process. 

IV.   CONCLUSIONS AND FUTURE WORK 

This technique is being used with stack. As a data structure 
is used it is advantageous to avoid mistakes in generating test 
cases. It can be implemented. This algorithm seems to be 
better when compared to other algorithms as testing can be 
completed successfully. But it will be a long process and so it 
is time consuming. Our future work is to implement the same 
algorithm after isolating the domains by means of CFG and 
implement with some other data structure which would be 
time consuming. 
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